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# 1- Matematica

## 1.1- Crivo de Eratóstenes

vector<int> primes;

void gen\_primes()

{

int i, j;

int MAX=1e6;

primes.assign(MAX,1);

for (i = 2; i <= (int)sqrt(MAX); i++)

if (primes[i])

for (j = i; j \* i < MAX; j++) primes[i \* j] = 0;

}

## 1.2- Inverso Multiplicativo

ll mul\_inv(ll a)

{

ll pin0 = MOD,pin=MOD, t, q;

ll x0 = 0, x1 = 1;

if (pin == 1) return 1;

while (a > 1) {

q = a / pin;

t = pin, pin = a % pin, a = t;

t = x0, x0 = x1 - q \* x0, x1 = t;

}

if (x1 < 0) x1 += pin0;

return x1;

}

## 1.3- Exponenciaçao Matriz

vvi matmul(vvi &m1, vvi &m2)

{

vvi ans;

ans.resize(m1.size(), vi(m2.size(), 0));

for (int i = 0; i < n; i++)

for (int j = 0; j < n; j++)

for (int k = 0; k < n; k++) {

ans[i][j] += m1[i][k] \* m2[k][j];

ans[i][j] %= MOD;

}

return ans;

}

vvi matpow(vvi &m1, ll p)

{

vvi ans;

ans.resize(m1.size(), vi(m1.size(), 0));

for (int i = 0; i < n; i++) ans[i][i] = 1;

while (p) {

if (p & 1) ans = matmul(ans, m1);

m1 = matmul(m1, m1);

p >>= 1;

}

return ans;

}

// VETOR TEM N LINHAS E A MATRIZ E QUADRADA

vi mulvet(vvi &m1, vi &vet)

{

vi ans;

ans.resize(vet.size(), 0);

for (int i = 0; i < n; i++)

for (int j = 0; j < n; j++) {

ans[i] += (m1[i][j] \* vet[j]);

ans[i] %= MOD;

}

return ans;

}

## 1.4- Funcao Totiente

int phi(int n)

{

int result = n;

for (int i = 2; i \* i <= n; ++i)

if (n % i == 0) {

while (n % i == 0) n /= i;

result -= result / i;

}

if (n > 1) result -= result / n;

return result;

}

## 1.5- Euclides Estendido

struct ext {

ll x;

ll y;

ll mdc;

};

ext tmp;

// ax + by=c, se mdc(a,b) nao divide c, nao tem solucao, caso contrario, x = x0

// +(b/mdc)\*n, y=yo-(a/mdc)\*n

ll ee(ll a, ll b, ll &x, ll &y)

{

if (b == 0) {

x = 1;

y = 0;

return a;

}

ll x1, y1;

ll tmp = ee(b, a % b, x1, y1);

x = y1;

y = x1 - (a / b) \* y1;

return tmp;

}

ext extended\_euclid(ll a, ll b)

{

ll tmp, tmp1;

ext ret;

ret.mdc = ee(a, b, tmp, tmp1);

ret.x = tmp;

ret.y = tmp1;

return ret;

}

## 1.6 Triangulo de Pascal

unsigned long long comb[61][61];

for(int i = 0; i < 61; i++)

{

 comb[i][i] = 1;

 comb[i][0] = 1;

}

for(int i = 2; i < 61; i++)

 for(int j = 1; j < i; j++)

    comb[i][j] = comb[i-1][j] + comb[i-1][j-1];

## 1.7 Exp mat vazek

int N;

ll reta[MAXN][MAXN];

ll aux[MAXN][MAXN];

ll ma[MAXN][MAXN];

ll v[MAXN];

ll resp[MAXN];

void mul(ll(&m1)[MAXN][MAXN],ll(&m2)[MAXN][MAXN], ll(&m3)[MAXN][MAXN])

{

memset(reta,0LL,sizeof(reta));

for(int i=0;i<N;i++)

{

for(int j=0;j<N;j++)

{

for(int k=0;k<N;k++)

{

reta[i][j]+=m1[i][k]\*m2[k][j];

}

reta[i][j]=reta[i][j]%MOD;

}

}

for(int i=0;i<N;i++) for(int j=0;j<N;j++) m3[i][j]=reta[i][j];

}

void exp(ll (&dp)[MAXN][MAXN], ll e)

{

memset(aux,0LL,sizeof(aux));

for (int i = 0; i < N; i++) aux[i][i] = 1;

while (e >= 1)

{

if (e & 1) mul(dp, aux,aux);

mul(dp, dp,dp);

e >>= 1;

}

for(int i=0;i<N;i++) for(int j=0;j<N;j++) dp[i][j]=aux[i][j];

}

void mulvet(ll (&m1)[MAXN][MAXN], ll (&v)[MAXN], ll (&ret)[MAXN])

{

for (int i=0;i<N;i++)

{

for (int j=0;j<N;j++)

{

ret[i]+=m1[i][j]\*v[j];

ret[i]=ret[i]%MOD;

}

}

}

## 1.8 Pollard Rho

ll u;

ll t;

const int tamteste=5;

ll abss(ll v){ return v>=0 ? v : -v;}

ll randerson()

{

ld pseudo=(ld)rand()/(ld)RAND\_MAX;

return (ll)(round((ld)range\*pseudo))+1LL;

}

ll mulmod(ll a, ll b, ll mod)

{

ll ret=0;

while(b>0)

{

if(b%2!=0) ret=(ret+a)%mod;

a=(a+a)%mod;

b=b/2LL;

}

return ret;

}

ll expmod(ll a, ll e, ll mod)

{

ll ret=1;

while(e>0)

{

if(e%2!=0) ret=mulmod(ret,a,mod);

a=mulmod(a,a,mod);

e=e/2LL;

}

return ret;

}

bool jeova(ll a, ll n)

{

ll x = expmod(a,u,n);

ll last=x;

for(int i=0;i<t;i++)

{

x=mulmod(x,x,n);

if(x==1 and last!=1 and last!=(n-1)) return true;

last=x;

}

if(x==1) return false;

return true;

}

bool isprime(ll n)

{

u=n-1;

t=0;

while(u%2==0)

{

t++;

u/=2LL;

}

if(n==2) return true;

if(n==3) return true;

if(n%2==0) return false;

if(n<2) return false;

for(int i=0;i<tamteste;i++)

{

ll v = randerson()%(n-2)+1;

//cout<<"jeova "<<v<<" "<<n<<endl;

if(jeova(v,n)) return false;

}

return true;

}

ll gcd(ll a, ll b){ return !b ? a : gcd(b,a%b);}

ll calc(ll x, ll n, ll c)

{

return (mulmod(x,x,n)+c)%n;

}

ll pollard(ll n)

{

ll d=1;

ll i=1;

ll k=1;

ll x=2;

ll y=x;

ll c;

do

{

c=randerson()%n;

}while(c==0 or (c+2)%n==0);

while(d!=n)

{

if(i==k)

{

k\*=2LL;

y=x;

i=0;

}

x=calc(x,n,c);

i++;

d=gcd(abss(y-x),n);

if(d!=1) return d;

}

}

vector<ll> getdiv(ll n)

{

vector<ll> ret;

if(n==1) return ret;

if(isprime(n))

{

ret.pb(n);

return ret;

}

ll d = pollard(n);

ret=getdiv(d);

vector<ll> ret2=getdiv(n/d);

for(int i=0;i<ret2.size();i++) ret.pb(ret2[i]);

return ret;

}

## 1.9 Teorema do Resto Chines

ll mulmod(ll a, ll b, ll m)

{

ll ret=0;

while(b>0)

{

if(b%2!=0) ret=(ret+a)%m;

a=(a+a)%m;

b>>=1;

}

return ret;

}

ll expmod(ll a, ll e, ll m)

{

ll ret=1;

while(e>0)

{

if(e%2!=0) ret=mulmod(ret,a,m);

a=mulmod(a,a,m);

e>>=1;

}

return ret;

}

ll invmul(ll a, ll m)

{

return expmod(a,m-2,m);

}

ll chinese(vector<ll> r, vector<ll> m)

{

int sz=m.size();

ll M =1;

for(int i=0;i<sz;i++)

{

M\*=m[i];

}

ll ret=0;

for(int i=0;i<sz;i++)

{

ret+=mulmod(mulmod(M/m[i],r[i],M),invmul(M/m[i],M),M);

ret=ret%M;

}

return ret;

}

# 2- Strings

## 2.1- Rabin Karp

const ll M= 1000004099;

const ll B= 31;

ll int\_mod(ll a, ll b) { return (a % b + b) % b; }

ll eleva(ll a, ll b, ll mod){

if(b==0) return 1;

else if(b==1) return a;

ll x= eleva(a,b/2,mod);

if(b%2==0) return (x\*x)%mod;

else return (a\*((x\*x)%mod))%mod;

}

bool Rabin\_karp(string text, string pattern)

{

int n = text.size();

int m = pattern.size();

if (n < m) return false;

ll hp = 0;

for (int i = 0; i < m; i++) hp = int\_mod(hp \* B + pattern[i], M);

ll ht = 0;

for (int i = 0; i < m; i++) ht = int\_mod(ht \* B + text[i], M);

if (ht == hp) return true;

ll E=eleva(B, m-1, M);

for (int i = m; i < n; i++) {

ht=int\_mod(ht - int\_mod(text[i-m]\*E,M), M);

ht= int\_mod(ht\*B, M);

ht= int\_mod(ht + text[i], M);

if(ht==hp) return true;

}

return false;

}

## 2.2- KMP

int b[100000];

int sizet,sizep;

void kmpPreprocess(string &text, string &pattern){

int i=0,j=-1; b[0]=-1;

while(i<sizep){

while(j>=0 and pattern[i] != pattern[j]) j=b[j];

i++,j++;

b[i]=j;

}

}

void kmpSearch(string &text, string &pattern){

kmpPreprocess(text,pattern);

int i=0, j=0;

while(i<sizet){

while(j>=0 and text[i] != pattern[j]) j=b[j];

i++,j++;

if(j==sizep){

cout<<"Olha a substring do texto "<<i-j<<endl;

j=b[j];

}

}

}

## 2.3- AHO- CORASICK

int to[N][M], Link[N], fim[N];

int idx = 1;

void add\_str(string &s)

{

int v = 0;

for (int i = 0; i < s.size(); i++) {

if (!to[v][s[i]]) to[v][s[i]] = idx++;

v = to[v][s[i]];

}

fim[v] = 1;

}

void process()

{

queue<int> fila;

fila.push(0);

while (!fila.empty()) {

int cur = fila.front();

fila.pop();

int l = Link[cur];

fim[cur] |= fim[l];

for (int i = 0; i < 200; i++) {

if (to[cur][i]) {

if (cur != 0) {

Link[to[cur][i]] = to[l][i];

}

else

Link[to[cur][i]] = 0;

fila.push(to[cur][i]);

}

else {

to[cur][i] = to[l][i];

}

}

}

}

int resolve(string &s)

{

int v = 0, r = 0;

;

for (int i = 0; i < s.size(); i++) {

v = to[v][s[i]];

if (fim[v]) r++, v = 0;

}

return r;

}

# 3- Programacao dinamica

**3.1- Lis com recuperação de resposta**

//asw -> vetor com resposta!!

//asw.size() é o tamanho da maior lis

void lis( const vector< int > & v, vector< int > & asw )

{

vector<int> pd(v.size(),0), pd\_index(v.size()), pred(v.size());

int maxi = 0, x=0, j=0, ind=0;

for(int i=0;i<v.size();i++)

{

x = v[i];

j=lower\_bound(pd.begin(),pd.begin()+maxi,x) -pd.begin();

pd[j] = x;

pd\_index[j] = i;

if(j==maxi)

{

maxi++;

ind = i;

}

if(pred[i] == j) pd\_index[j-1] = -1;

}

int pos=maxi-1,k=v[ind];

asw.resize( maxi );

while ( pos >= 0 )

{

asw[pos--] = k;

ind = pred[ind];

k = v[ind];

}

}

## 3.2- Numero de Palindromes

vector<vector<bool> > dp(n + 1, vector<bool>(n + 1, 0));

for (int i = 1; i <= n; i++) dp[i][i] = true;

for (int i = n; i >= 1; i--) {

for (int j = i + 1; j <= n; j++) {

if (s[i - 1] == s[j - 1]) {

dp[i][j] = dp[i + 1][j - 1];

if (j - i <= 2) dp[i][j] = 1;

}

}

}

## 3.3 Divide and Conquer Example

const int MOD=1e9+7;

const int N=1010;

int dp[N][N],cost[N][N],v[N],pref[N],n,m;

void compDP(int j, int L, int R, int b, int e){

if(L>R) return ;

int mid=(L+R)/2;

int idx=-1;

for(int i=b;i<=min(mid,e);i++)

if(dp[mid][j]>dp[i][j-1]+cost[i+1][mid]){

idx=i;

dp[mid][j]=dp[i][j-1]+cost[i+1][mid];

}

compDP(j,L,mid-1,b,idx);

compDP(j,mid+1,R,idx,e);

}

## 3.4 Convex Hull Trick

bool domeioehlixo(int r1, int r2, int r3, int j)

{

return (B[j][r1]-B[j][r3])\*(A[j][r2]-A[j][r1])<(B[j][r1]-B[j][r2])\*(A[j][r3]-A[j][r1]);

}

void add(double a, double b, int j)

{

B[j].pb(b);

A[j].pb(a);

while(B[j].size()>=3 and domeioehlixo(B[j].size()-3,B[j].size()-2,B[j].size()-1,j))

{

B[j].erase(B[j].end()-2);

A[j].erase(A[j].end()-2);

}

}

double query(double isi,int j)

{

if(pont[j]>=B[j].size()) pont[j]=B[j].size()-1;

while(pont[j]<B[j].size()-1 and (A[j][pont[j]+1]\*isi + B[j][pont[j]+1] < A[j][pont[j]]\*isi + B[j][pont[j]])) pont[j]++;

return A[j][pont[j]]\*isi + B[j][pont[j]];

}

# 4- Grafos

## 4.1- Fluxo Maximo

### 4.1.1- Edmonds Karp

struct Edge {

int at,where;

ll cap;

void init(int \_at, ll \_cap, int \_where) { at = \_at, cap = \_cap, where = \_where; }

};

struct dad {

int at, up, down;

dad() {at=-1;}

dad(int \_at, int \_up, int \_down) { at = \_at, up = \_up, down = \_down; }

};

class MaxFlow {

private:

vector<vector<Edge> > g;

ll mf, f;

int s, t;

vector<dad> p;

public:

void augment(int v, ll minEdge)

{

if (v == s) {

f = minEdge;

return;

}

else if (p[v].at != -1) {

augment(p[v].at, min(minEdge, g[p[v].at][p[v].up].cap));

g[p[v].at][p[v].up].cap -= f;

g[v][p[v].down].cap += f;

}

}

void init(int N)

{

for (int i = 0; i < g.size(); i++) g[i].clear();

mf = 0, f = 0;

g.resize(N);

}

void addEdge(int u, int v, ll cap)

{

Edge A;

A.init(v, cap, g[v].size());

Edge B;

B.init(u, 0, g[u].size());

g[u].pb(A);

g[v].pb(B);

}

int maxFlow(int source, int sink)

{

s = source;

t = sink;

mf = 0;

while (true) {

f = 0;

vector<int> dist(g.size(), INF);

dist[s] = 0;

queue<int> q;

q.push(s);

p.clear();

p.resize(g.size());

while (!q.empty()) {

int u = q.front();

q.pop();

if (u == t) break;

for (int i = 0; i < g[u].size(); i++) {

Edge prox = g[u][i];

if (dist[prox.at] == INF and prox.cap > 0) {

dist[prox.at] = dist[u] + 1;

q.push(prox.at);

dad paizao(u, i, prox.where);

p[prox.at] = paizao;

}

}

}

augment(t, INF);

if (f == 0) break;

mf += f;

}

return mf;

}

};

### 4.1.2- Dinic ( Dilson)

struct Edge {

int v, rev;

int cap;

Edge(int v\_, int cap\_, int rev\_) : v(v\_), rev(rev\_), cap(cap\_) {}

};

struct MaxFlow {

vector<vector<Edge> > g;

vector<int> level;

queue<int> q;

int flow, n;

MaxFlow(int n\_) : g(n\_), level(n\_), n(n\_) {}

void addEdge(int u, int v, int cap)

{

if (u == v) return;

Edge e(v, cap, int(g[v].size()));

Edge r(u, 0, int(g[u].size()));

g[u].push\_back(e);

g[v].push\_back(r);

}

bool buildLevelGraph(int src, int sink)

{

fill(level.begin(), level.end(), -1);

while (not q.empty()) q.pop();

level[src] = 0;

q.push(src);

while (not q.empty()) {

int u = q.front();

q.pop();

for (auto e = g[u].begin(); e != g[u].end(); ++e) {

if (not e->cap or level[e->v] != -1) continue;

level[e->v] = level[u] + 1;

if (e->v == sink) return true;

q.push(e->v);

}

}

return false;

}

int blockingFlow(int u, int sink, int f)

{

if (u == sink or not f) return f;

int fu = f;

for (auto e = g[u].begin(); e != g[u].end(); ++e) {

if (not e->cap or level[e->v] != level[u] + 1) continue;

int mincap = blockingFlow(e->v, sink, min(fu, e->cap));

if (mincap) {

g[e->v][e->rev].cap += mincap;

e->cap -= mincap;

fu -= mincap;

}

}

if (f == fu) level[u] = -1;

return f - fu;

}

int maxFlow(int src, int sink)

{

flow = 0;

while (buildLevelGraph(src, sink))

flow += blockingFlow(src, sink, numeric\_limits<int>::max());

return flow;

}

};

### 4.2.1- Matching Maximo

class MaxFlow{

vi graph[N];

int match[N],us[N];

public:

MaxFlow(){};

void addEdge(int u, int v){

graph[u].pb(v);

}

int dfs(int u){

if(us[u]) return 0;

us[u]=1;

for(int v: graph[u]){

if(match[v]==-1 or (dfs(match[v]))){

match[v]=u;

return 1;

}

}

return 0;

}

int maxFlow(int n){

memset(match,-1,sizeof(match));

int ret=0;

for(int i=0;i<n;i++){

memset(us,0,sizeof(us));

ret+=dfs(i);

}

return ret;

}

};

## 4.2- Menor Caminho

### 4.2.1- Floyd Warshall

for (int i = 0; i < n; i++)

for (int j = 0; j < n; j++)

if (graph[i][j] != INF) pai[i][j] = i;

for (int k = 0; k < n; k++) {

for (int i = 0; i < n; i++) {

for (int j = 0; j < n; j++) {

if (graph[i][j] > graph[i][k] + graph[k][j]) {

graph[i][j] = graph[i][k] + graph[k][j];

pai[i][j] = pai[k][j];

}

}

}

}

## 4.3- Arvore Geradora Minima

int n, m;

vector<pair<int, ii> > edge;// aresta, u->v;

vector<int> pset;

void initset(int tam)

{

pset.resize(tam);

for (int i = 0; i < tam; i++) pset[i] = i;

}

int findset(int i)

{

if (pset[i] == i) return i;

return pset[i] = findset(pset[i]);

}

void unionset(int i, int j) { pset[findset(i)] = findset(j); }

bool issameset(int i,int j) { return findset(i)==findset(j);}

void kruskal() {

resp.clear();

sort(edge.begin(), edge.end());

initset(n);

int mst\_cost=0;

for(int i=0;i<m;i++){

pair<int,ii > front= edge[i];

if(!issameset(front.second.first, front.second.second)){

mst\_cost+=front.first;

unionset(front.second.first, front.second.second);

}

}

}

## 4.4- Kosaraju - com compressão

class kosaraju {

private:

vi usados;

vvi graph;

vvi trans;

vi pilha;

public:

kosaraju(int N)

{

graph.resize(N);

trans.resize(N);

}

void AddEdge(int u, int v)

graph[u].pb(v);

trans[v].pb(u);

}

void dfs(int u, int pass, int color)

{

usados[u] = color;

vi vizinhos;

if (pass == 1)

vizinhos = graph[u];

else

vizinhos = trans[u];

for (int j=0;j<vizinhos.size();j++) {

int v=vizinhos[j];

if (usados[v]==0) {

dfs(v, pass, color);

}

}

pilha.pb(u);

}

int SSC(int n)

{

pilha.clear();

usados.assign(n, 0);

for (int i = 0; i < n; i++) {

if (!usados[i]) dfs(i, 1, 1);

}

usados.assign(n, 0);

int color = 1;

for (int i = n - 1; i >= 0; i--) {

if (usados[pilha[i]] == 0) {

dfs(pilha[i], 2, color);

color++;

}

}

return color - 1;

}

vvi compression(int n)

{

int tam = SSC(n);

vvi resp;

vvi Trans;

resp.resize(tam);

Trans.resize(tam);

for (int u = 0; u < graph.size(); u++) {

for (int j=0;j<graph[u].size();j++) {

int v=graph[u][j];

if (usados[u] != usados[v]) {

resp[usados[u] - 1].pb(usados[v] - 1);

Trans[usados[v] - 1].pb(usados[u] - 1);

}

}

}

return Trans;

}

};

## 4.5- Isomorfismo Arvore

vvi children, subtreeLabels, tree, L;

vi pred, map;

int n;

bool compare(int a, int b) {

    return subtreeLabels[a] < subtreeLabels[b];

}

bool equals(int a, int b) {

    return subtreeLabels[a] == subtreeLabels[b];

}

void generateMapping(int r1, int r2) {

    map.resize(n);

    map[r1] = r2 - n;

    sort(children[r1].begin(), children[r1].end(), compare);

    sort(children[r2].begin(), children[r2].end(), compare);

    for (int i = 0; i < (int) children[r1].size(); i++) {

        int u = children[r1][i];

        int v = children[r2][i];

        generateMapping(u, v);

    }

}

vi findCenter(int offset = 0) {

    int cnt = n;

    vi a;

    vi deg(n);

    for (int i = 0; i < n; i++) {

        deg[i] = tree[i + offset].size();

        if (deg[i] <= 1) {

            a.push\_back(i + offset);

            --cnt;

        }

    }

    while (cnt > 0) {

        vi na;

        for (int i = 0; i < (int) a.size(); i++) {

            int u = a[i];

            for (int j = 0; j < (int) tree[u].size(); j++) {

                int v = tree[u][j];

                if (--deg[v - offset] == 1) {

                    na.push\_back(v);

                    --cnt;

                }

            }

        }

        a = na;

    }

    return a;

}

int dfs(int u, int p = -1, int depth = 0) {

    L[depth].push\_back(u);

    int h = 0;

    for (int i = 0; i < (int) tree[u].size(); i++) {

        int v = tree[u][i];

        if (v == p)

            continue;

        pred[v] = u;

        children[u].push\_back(v);

        h = max(h, dfs(v, u, depth + 1));

    }

    return h + 1;

}

bool rootedTreeIsomorphism(int r1, int r2) {

    L.assign(n, vi());

    pred.assign(2 \* n, -1);

    children.assign(2 \* n, vi());

    int h1 = dfs(r1);

    int h2 = dfs(r2);

    if (h1 != h2)

        return false;

    int h = h1 - 1;

    vi label(2 \* n);

    subtreeLabels.assign(2 \* n, vi());

    for (int i = h - 1; i >= 0; i--) {

        for (int j = 0; j < (int) L[i + 1].size(); j++) {

            int v = L[i + 1][j];

            subtreeLabels[pred[v]].push\_back(label[v]);

        }

        for (int j = 0; j < (int) L[i].size(); j++) {

            int v = L[i][j];

            sort(subtreeLabels[v].begin(), subtreeLabels[v].end());

        }

        sort(L[i].begin(), L[i].end(), compare);

        for (int j = 0, cnt = 0; j < (int) L[i].size(); j++) {

            if (j && !equals(L[i][j], L[i][j - 1]))

                ++cnt;

            label[L[i][j]] = cnt;

        }

    }

    if (!equals(r1, r2))

        return false;

    generateMapping(r1, r2);

    return true;

}

bool treeIsomorphism() {

    vi c1 = findCenter();

    vi c2 = findCenter(n);

    if (c1.size() == c2.size()) {

        if (rootedTreeIsomorphism(c1[0], c2[0]))

            return true;

        else if (c1.size() > 1)

            return rootedTreeIsomorphism(c1[1], c2[0]);

    }

    return false;

}

int main() {

    n = 5;

    vvi t1(n);

    t1[0].push\_back(1);

    t1[1].push\_back(0);

    t1[1].push\_back(2);

    t1[2].push\_back(1);

    t1[1].push\_back(3);

    t1[3].push\_back(1);

    t1[0].push\_back(4);

    t1[4].push\_back(0);

    vvi t2(n);

    t2[0].push\_back(1);

    t2[1].push\_back(0);

    t2[0].push\_back(4);

    t2[4].push\_back(0);

    t2[4].push\_back(3);

    t2[3].push\_back(4);

    t2[4].push\_back(2);

    t2[2].push\_back(4);

    tree.assign(2 \* n, vi());

    for (int u = 0; u < n; u++) {

        for (int i = 0; i < t1[u].size(); i++) {

            int v = t1[u][i];

            tree[u].push\_back(v);

        }

        for (int i = 0; i < t2[u].size(); i++) {

            int v = t2[u][i];

            tree[u + n].push\_back(v + n);

        }

    }

    bool res = treeIsomorphism();

    cout << res << endl;

    if (res)

        for (int i = 0; i < n; i++)

            cout << map[i] << endl;

}

## 4 5- Achar Pontes/Pontos de Articulação

class ponte{

private:

vvi graph;

vi usados;

vi e\_articulacao;

vi dfs\_low;;

vi dfs\_prof;

vector<ii> pontes;

int tempo;

public:

ponte(int N){

graph.clear();

graph.resize(N);

usados.assign(N,0);

dfs\_low.assign(N,0);

dfs\_prof.assign(N,0);

e\_articulacao.assign(N,0);

tempo=0;

}

void AddEdge(int u, int v){

graph[u].pb(v);

graph[v].pb(u);

}

void dfs(int u, int pai){

usados[u]=1;

int nf=0;

dfs\_low[u]= dfs\_prof[u] = tempo++;

for(int v: graph[u]){

if(!usados[v]){

dfs(v,u);

nf++;

if(dfs\_low[v]>=dfs\_prof[u] and pai!=-1) e\_articulacao[u]=true;

if(pai==-1 and nf>1) e\_articulacao[u]=true;

if(dfs\_low[v] > dfs\_prof[u]) pontes.pb(mp(u,v));

dfs\_low[u]=min(dfs\_low[u],dfs\_low[v]);

}

else if(v!=pai) dfs\_low[u]= min(dfs\_low[u], dfs\_prof[v]);

}

}

void olha\_as\_pontes(){

for(int i=0;i<graph.size();i++) if(!usados[i]) dfs(i,-1);

if(pontes.size()==0) cout<<" Que merda! nao tem ponte!"<<endl;

else{

for(ii i: pontes) cout<<i.first<<" "<<i.second<<endl;

}

}

void olha\_as\_art(){

for(int i=0;i<graph.size();i++) if(!usados[i]) dfs(i,-1);

for(int i=0;i<e\_articulacao.size();i++) if(e\_articulacao[i]) cout<<" OIAAA A PONTE "<<i<<endl;

}

};

## 4.6- LCA

const int N=100000;

const int M=22;

int P[N][M];

int big[N][M], low[N][M], level[N];

vii graph[N];

int n;

void dfs(int u, int last, int l)

{

level[u] = l;

P[u][0] = last;

for (ii v : graph[u])

if (v.first != last) {

big[v.first][0] = low[v.first][0] = v.second;

dfs(v.first, u, l + 1);

}

}

void process()

{

for (int j = 1; j < M; j++)

for (int i = 1; i <= n; i++) {

P[i][j] = P[P[i][j - 1]][j - 1];

big[i][j] = max(big[i][j - 1], big[P[i][j - 1]][j - 1]);

low[i][j] = min(low[i][j - 1], low[P[i][j - 1]][j - 1]);

}

}

int lca(int u, int v)

{

if (level[u] < level[v]) swap(u, v);

for (int i = M - 1; i >= 0; i--)

if (level[u] - (1 << i) >= level[v]) u = P[u][i];

if (u == v) return u;

for (int i = M - 1; i >= 0; i--) {

if (P[u][i] != P[v][i]) u = P[u][i], v = P[v][i];

}

return P[u][0];

}

int maximum(int u, int v, int x)

{

int resp = 0;

for (int i = M-1; i >= 0; i--)

if (level[u] - (1 << i) >= level[x]) {

resp = max(resp, big[u][i]);

u = P[u][i];

}

for (int i = M-1; i >= 0; i--)

if (level[v] - (1 << i) >= level[x]) {

resp = max(resp, big[v][i]);

v = P[v][i];

}

return resp;

}

int minimum(int u, int v, int x)

{

int resp = INF;

for (int i = M-1; i >= 0; i--)

if (level[u] - (1 << i) >= level[x]) {

resp = min(resp, low[u][i]);

u = P[u][i];

}

for (int i =M-1; i >= 0; i--)

if (level[v] - (1 << i) >= level[x]) {

resp = min(resp, low[v][i]);

v = P[v][i];

}

return resp;

}

## 4.7- Min cost max flow

int flow[N][N];

vector< pair<int, int> > g[N];

int n, m, k;

inline int ent(int a){ return a \* 2; }

inline int out(int a){ return a \* 2 + 1; }

inline void addEdge(int a, int b, int custo, int fluxo) {

flow[a][b] += fluxo;

g[a].push\_back(make\_pair(b, custo));

g[b].push\_back(make\_pair(a, -custo));

}

int src = N - 1, tgt = N - 2;

int dis[N], pai[N];

inline int dij() {

memset(dis, INF, sizeof dis);

memset(pai, -1, sizeof pai);

priority\_queue< pair<int, int> > q;

dis[src] = 0;

q.push(make\_pair(0, src));

while(!q.empty()) {

pair<int, int> foo = q.top(); q.pop();

int x = foo.second, cost = -foo.first;

if(dis[x] != cost) continue;

for(int i = 0; i < g[x].size(); ++i) {

int y = g[x][i].first, w = g[x][i].second;

if(flow[x][y] <= 0) continue;

if(dis[y] > dis[x] + w) {

dis[y] = dis[x] + w;

pai[y] = x;

q.push(make\_pair(-dis[y], y));

}

}

}

return dis[tgt] != INF;

}

int minCost() {

int maxFlow = 0;

int minC = 0;

while(dij()) {

int u = tgt;

int minFlow = INF;

while(pai[u] != -1) {

minFlow = min(minFlow, flow[pai[u]][u]);

u = pai[u];

}

maxFlow += minFlow;

minC += minFlow \* dis[tgt];

u = tgt;

while(pai[u] != -1) {

flow[pai[u]][u] -= minFlow;

flow[u][pai[u]] += minFlow;

u = pai[u];

}

}

if(maxFlow != n \* k) minC = -1;

return minC;

}

inline void init() {

memset(flow, 0, sizeof flow);

for(int i = 0; i < N; ++i) {

g[i].clear();

}

}

## 4.8- 2-Sat – com recuperacao

const int N = 510;

vi graph[N], rev[N];

int us[N];

stack<int> pilha;

int resposta[N];

void dfs1(int u)

{

us[u] = 1;

for (int v : graph[u])

if (!us[v]) dfs1(v);

pilha.push(u);

}

void dfs2(int u, int color)

{

us[u] = color;

for (int v : rev[u])

if (!us[v]) dfs2(v, color);

}

int Sat(int n)

{

for (int i = 0; i < n; i++)

if (!us[i]) dfs1(i);

int color = 1;

vi r;

memset(us, 0, sizeof(us));

while (!pilha.empty()) {

int topo = pilha.top();

r.pb(topo);

pilha.pop();

if (!us[topo]) dfs2(topo, color++);

}

for (int i = 0; i < n; i += 2) {

if (us[i] == us[i + 1]) return 0;

}

memset(resposta, -1, sizeof(resposta));

for (int i = r.size() - 1; i >= 0; i--) {

int vert = r[i] / 2;

int ok = r[i] % 2;

if (resposta[vert] == -1) resposta[vert] = !ok;

}

return 1;

}

inline void add(int u, int v)

{

graph[u].pb(v);

rev[v].pb(u);

}

inline int pos(int u) { return 2 \* u; }

inline int neg(int u) { return 2 \* u + 1; }

# 5- Estruturas de Dados

# 5.1- Segtree

## 5.1- RMQ- indice

class RMQ {

private:

vi A;

vi M;

public:

RMQ(vi &v)

{

A = v;

M.resize(4 \* v.size());

build(1, 0, v.size() - 1);

}

void build(int node, int b, int e)

{

if (b == e)

M[node] = b;

else {

build(2 \* node, b, (b + e) / 2);

build(2 \* node + 1, (b + e) / 2 + 1, e);

if (A[M[2 \* node]] <= A[M[2 \* node + 1]])

M[node] = M[2 \* node];

else

M[node] = M[2 \* node + 1];

}

}

int query(int node, int b, int e, int i, int j)

{

int p1, p2;

if (i > e || j < b) return -1;

if (b >= i and e <= j) return M[node];

p1 = query(2 \* node, b, (b + e) / 2, i, j);

p2 = query(2 \* node + 1, (b + e) / 2 + 1, e, i, j);

if (p1 == -1) return p2;

if (p2 == -1) return p1;

if (A[p1] <= A[p2]) return p1;

return p2;

}

void atualiza(int node, int b, int e, int i, int val)

{

if (i > e || i < b) return;

if (e == b) {

A[i] = val;

}

else {

atualiza(2 \* node, b, (b + e) / 2, i, val);

atualiza(2 \* node + 1, (b + e) / 2 + 1, e, i, val);

if (A[M[2 \* node]] <= A[M[2 \* node + 1]])

M[node] = M[2 \* node];

else

M[node] = M[2 \* node + 1];

}

}

};

## 5.2- RSQ Lazy-Propagation

class RSQ{

private:

vll A;

vll M;

vll lazy;

public:

RSQ(vll &v){

A=v;

M.resize(v.size()\*4);

lazy.assign(v.size()\*4,0);

build(1,0,v.size()-1);

}

void build(int node, int b, int e)

{

if(b==e){

M[node]=A[b];

return;

}

build(2\*node, b, (b+e)/2);

build(2\*node+1,(b+e)/2+1,e);

M[node]=M[2\*node]+M[2\*node+1];

}

void atualiza(int node, int b, int e, int i, int j, ll val)

{

if(lazy[node]!=0){

M[node]+=lazy[node];

if(b!=e){

ll inter=(e-b+1);

ll i1=(b+e)/2-b+1;

ll i2=e-(b+e)/2;

ll un=lazy[node]/inter;

lazy[2\*node]+=un\*i1;

lazy[2\*node+1]+=un\*i2;

}

lazy[node]=0;

}

if(i>e or j<b) return;

if(i<=b and j>=e){

ll inter=(e-b+1);

M[node]+=val\*inter;

if(b!=e){

ll i1=(b+e)/2-b+1;

ll i2=e-(b+e)/2;

lazy[2\*node]+=i1\*(ll)val;

lazy[2\*node+1]+=i2\*(ll)val;

}

return;

}

atualiza(2\*node,b,(b+e)/2,i,j,val);

atualiza(2\*node+1,(b+e)/2+1,e,i,j,val);

M[node]=M[2\*node]+M[2\*node+1];

}

ll query(int node, int b, int e, int i, int j)

{

if(i>e or j<b) return 0;

ll p1,p2;

if(lazy[node]!=0){

M[node]+=lazy[node];

if(b!=e){

ll inter=(e-b+1);

ll i1=(b+e)/2-b+1;

ll i2=e-(b+e)/2;

ll un=lazy[node]/inter;

lazy[2\*node]+=un\*i1;

lazy[2\*node+1]+=un\*i2;

}

lazy[node]=0;

}

if(i<=b and j>=e) return M[node];

p1= query(2\*node,b,(b+e)/2,i,j);

p2= query(2\*node+1,(b+e)/2+1,e,i,j);

return p1+p2;

}

};

## 5.4- BIT

class BIT {

private:

vi bit;

public:

BIT(int n) { bit.assign(n + 1, 0); }

int rsq(int b)

{

int sum = 0;

for (; b; b -= (b & (-b))) sum += bit[b];

return sum;

}

void adjust(int k, int v)

{

for (; k < bit.size(); k += (k & (-k))) bit[k] += v;

}

};

## 5.5- Disjoint Set Com Rank

class UnionFind {

private:

vector<int> p, rank;

public:

UnionFind(int N)

{

rank.assign(N, 0);

p.assign(N, 0);

for (int i = 0; i < N; i++) p[i] = i;

}

int findSet(int i)

{

if (p[i] == i) return i;

return p[i] = findSet(p[i]);

}

bool isSameSet(int i, int j)

{

if (findSet(i) == findSet(j))

return true;

else

return false;

}

void unionSet(int i, int j)

{

if (!isSameSet(i, j)) {

int x = findSet(i);

int y = findSet(j);

if (rank[x] > rank[y])

p[y] = x;

else {

p[x] = y;

if (rank[x] == rank[y]) rank[y]++;

}

}

}

};

## 5.6 Algoritmo de Mo

#include<bits/stdc++.h>

using namespace std;

const int N= 1e7+5;

#define ll long long

int tam\_block;

struct query{

int e,d,idx,lixo;

};

int A[N];

int ocor[N];

query fila[N];

bool compare(query a, query b){

a.idx= a.e/tam\_block;

b.idx= b.e/tam\_block;

if(a.idx==b.idx) return a.d < b.d;

return a.idx < b.idx;

}

void add(int x){

ocor[x]++;

}

void remove(int x){

ocor[x]--;

}

int main()

{

memset(A,0,sizeof(A));

memset(ocor,0,sizeof(ocor));

int n,m,k;

cin>>n>>m>>k;

vector<ll> resposta(m,0);

tam\_block= sqrt(n);

vector<int> prefix(n+1,0);

for(int i=0;i<n;i++) cin>>A[i];

for(int i=0;i<n;i++) prefix[i+1]=prefix[i] ^ A[i];

for(int i=0;i<m;i++)

{

cin>>fila[i].e>>fila[i].d;

fila[i].lixo=i;

}

sort(fila,fila+m,compare);

ll resp=0;

int R=-1,L=0;

for(int i=0;i<m;i++){

int qr=fila[i].d;

int qe=fila[i].e-1;

while(R > qr){

remove(prefix[R]);

resp-=ocor[prefix[R]^k];

R--;

}

while(R < qr){

R++;

resp+=ocor[prefix[R]^k];

add(prefix[R]);

}

while(L < qe){

remove(prefix[L]);

resp-=ocor[prefix[L]^k];

L++;

}

while(L > qe){

L--;

resp+=ocor[prefix[L]^k];

add(prefix[L]);

}

resposta[fila[i].lixo]=resp;

}

for(int i=0;i<m;i++) cout<<resposta[i]<<endl;

return 0;

}

## 5.7- Seg de vector

vi tr[5 \* N];

void build(int node, int b, int e)

{

if (b == e)

tr[node].pb(v[b]);

else {

build(2 \* node, b, (b + e) / 2);

build(2 \* node + 1, (b + e) / 2 + 1, e);

merget(tr[2\*node],tr[2\*node+1],tr[node]);

merge(tr[2 \* node].begin(), tr[2 \* node].end(), tr[2 \* node + 1].begin(),

tr[2 \* node + 1].end(), back\_inserter(tr[node]));

}

}

int query(int node, int b, int e, int i, int j, int k)

{

if (i > e or b > j) return 0;

if (i <= b and j >= e) {

int resp =

upper\_bound(tr[node].begin(), tr[node].end(), k) - tr[node].begin();

return tr[node].size() - resp;

}

return query(2 \* node, b, (b + e) / 2, i, j, k) +

query(2 \* node + 1, (b + e) / 2 + 1, e, i, j, k);

}

## 5.8- Sparce Table

int dp[200100][22];

int n;

int d[200100];

void build()

{

d[0]=d[1]=0;

for(int i=2;i<n;i++) d[i]=d[i>>1]+1;

for(int j=1;j<22;j++){

for(int i=0;i+(1<<(j-1))<n;i++){

dp[i][j]=min(dp[i][j-1],dp[i+(1<<(j-1))][j-1]);

}

}

}

int query(int i, int j){

int k=d[j-i];

int x=min(dp[i][k],dp[j-(1<<k)+1][k]);

return x;

}

# 6-Geometria

typedef struct sPoint {

double x, y;

sPoint() {}

sPoint(double \_x, double \_y) { x = \_x, y = \_y; }

} point;

typedef point vec;

## 6.1- Distancia de dois ponts (ao quadrado)

double sqDistPoints(point a, point b)

{

point p(a.x - b.x, a.y - b.y);

return p.x \* p.x + p.y \* p.y;

}

## 6.2- Distancia Ponto a Segmento (ao quadrado)

double sqDistPointLine(point a, point b, point c)

{

vec ab(b.x - a.x, b.y - a.y), ac(c.x - a.x, c.y - a.y);

double prod = cross(ab, ac);

prod = (prod \* prod) / (ab.x \* ab.x + ab.y \* ab.y);

vec bc(c.x - b.x, c.y - b.y), ba(a.x - b.x, a.y - b.y);

if (dot(ab, bc) > 1e-8) return sqDistPoints(c, b);

if (dot(ba, ac) > 1e-8) return sqDistPoints(c, a);

return prod;

}

## 6.3- Produto Vetorial

double cross(vec a, vec b) { return a.x \* b.y - a.y \* b.x; }

## 6.4- Produto Escalar

double dot(vec a, vec b) { return a.x \* b.x + a.y \* b.y; }

## 6.5- Minimum Enclosing Circle

const double eps = 1e-6;

#define CIRCLE circ

#define PT Ponto

#define MP 101

#define eps 1e-9

#define x first

#define y second

typedef double cood;

typedef int num;

typedef int point;

double resp;

cood x[MP], y[MP], ar, ax, ay;

int p[MP];

typedef pair<double, double> ponto;

typedef pair<double, double> Ponto;

double dista(ponto a, ponto b)

{

return sqrt((a.first - b.first) \* (a.first - b.first) +

(a.second - b.second) \* (a.second - b.second));

}

bool in(ponto a, pair<double, ponto> c)

{

if (dista(a, c.second) - eps < c.first) return true;

return false;

}

bool same(point a, point b)

{

return (fabs(x[a] - x[b]) < eps && fabs(y[a] - y[b]) < eps);

}

bool lexLess(point a, point b)

{

if (fabs(x[a] - x[b]) < eps) return y[a] < y[b];

return x[a] < x[b];

}

inline cood dist(cood xx, cood yy, point a)

{

return sqrt((xx - x[a]) \* (xx - x[a]) + (yy - y[a]) \* (yy - y[a]));

}

inline cood cP(point a, point b, point c)

{

return (x[a] - x[b]) \* (y[c] - y[b]) - (x[c] - x[b]) \* (y[a] - y[b]);

}

void findCircle(point a, point b, point c, cood& cx, cood& cy)

{

cx = 0.5 \* (x[a] \* x[a] + y[a] \* y[a] - x[b] \* x[b] - y[b] \* y[b]) \*

(y[b] - y[c]) -

0.5 \* (x[b] \* x[b] + y[b] \* y[b] - x[c] \* x[c] - y[c] \* y[c]) \*

(y[a] - y[b]),

cy = 0.5 \* (x[b] \* x[b] + y[b] \* y[b] - x[c] \* x[c] - y[c] \* y[c]) \*

(x[a] - x[b]) -

0.5 \* (x[a] \* x[a] + y[a] \* y[a] - x[b] \* x[b] - y[b] \* y[b]) \*

(x[b] - x[c]);

cx /= (x[a] - x[b]) \* (y[b] - y[c]) - (x[b] - x[c]) \* (y[a] - y[b]);

cy /= (x[a] - x[b]) \* (y[b] - y[c]) - (x[b] - x[c]) \* (y[a] - y[b]);

}

void spanCircle2(int k, point p0, point p1, cood& cx, cood& cy, cood& r)

{

cx = 0.5 \* (x[p0] + x[p1]);

cy = 0.5 \* (y[p0] + y[p1]);

r = dist(cx, cy, p0);

for (int i = 0; i < k; i++)

if (dist(cx, cy, p[i]) > r) {

findCircle(p0, p1, p[i], cx, cy);

r = dist(cx, cy, p[i]);

}

}

void spanCircle1(int k, point p0, cood& cx, cood& cy, cood& r)

{

cx = 0.5 \* (x[p0] + x[p[0]]);

cy = 0.5 \* (y[p0] + y[p[0]]);

r = dist(cx, cy, p0);

for (int i = 0; i < k; i++)

if (dist(cx, cy, p[i]) > r) spanCircle2(i, p0, p[i], cx, cy, r);

}

void spanCircle(int n, cood& cx, cood& cy, cood& r)

{

// Bem importante, retirar repetidos

sort(p, p + 1, lexLess);

n = unique(p, p + n) - p;

random\_shuffle(p, p + n);

if (n > 1) {

cx = 0.5 \* (x[p[0]] + x[p[1]]);

cy = 0.5 \* (y[p[0]] + y[p[1]]);

r = dist(cx, cy, p[1]);

for (int i = 2; i < n; i++)

if (dist(cx, cy, p[i]) > r) spanCircle1(i, p[i], cx, cy, r);

}

else {

cx = x[0];

cy = y[0];

r = 0.0;

}

}

void solve(vector<pair<double, double> >& v)

{

int N = v.size();

for (int i = 0; i < N; i++) {

x[i] = v[i].first;

y[i] = v[i].second;

p[i] = i;

}

spanCircle(N, ax, ay, ar);

}

6.6- Convex Hull

typedef struct sPoint {  
 int x, y;  
 sPoint(int \_x, int \_y) {x=\_x; y=\_y;}  
} point;

bool comp(point a, point b)  
{  
 if(a.x==b.x) return a.y<b.y;  
 return a.x<b.x;  
}

int cross(point a, point b, point c) //AB x BC  
{  
 a.x-=b.x;  a.y-=b.y;  
 b.x-=c.x;  b.y-=c.y;  
 return a.x\*b.y - a.y\*b.x;  
}  
  
bool isCw(point a, point b, point c) //Clockwise  
{ return cross(a, b, c) < 0; }

// >= if you want to put collinear points on the convex hull  
bool isCcw(point a, point b, point c) //Counter Clockwise  
{ return cross(a, b, c) > 0; }  
  
vector<point> convexHull(vector<point> p)  
{  
 vector<point> u, l; // Upper and Lower hulls  
   
 sort(p.begin(), p.end(), comp);  
 for(unsigned int i=0; i < p.size(); i++)  
 {  
 while(l.size() > 1 && !isCcw(l[l.size()-1], l[l.size()-2], p[i]))  
 l.erase(l.begin()+(l.size()-1));  
 l.push\_back(p[i]);  
 }  
   
 for(int i=p.size()-1; i >=0; i--)  
 {  
 while(u.size() > 1 && !isCcw(u[u.size()-1], u[u.size()-2], p[i]))  
 u.erase(u.begin()+(u.size()-1));  
 u.push\_back(p[i]);  
 }

       u.erase(u.begin()+(u.size()-1));  
       l.erase(l.begin()+(l.size()-1));  
       l.insert(l.end(), u.begin(), u.end());  
       return l;  
}

# 7- Problemas a se considerar

## 7.1- Invertion Count:

ll inversoes = 0;

void merge\_sort(int \*v, int x)

{

if (x == 1) return;

int tam\_esq = (x + 1) / 2, tam\_dir = x / 2;

int esq[tam\_esq], dir[tam\_dir];

for (int i = 0; i < tam\_esq; i++) esq[i] = v[i];

for (int i = 0; i < tam\_dir; i++) dir[i] = v[i+tam\_esq];

merge\_sort(esq, tam\_esq);

merge\_sort(dir, tam\_dir);

int i\_esq = 0, i\_dir = 0, i = 0;

while (i\_esq < tam\_esq or i\_dir < tam\_dir) {

if (i\_esq == tam\_esq) {

while (i\_dir != tam\_dir) {

v[i] = dir[i\_dir];

i\_dir++, i++;

}

}

else if (i\_dir == tam\_dir) {

while (i\_esq != tam\_esq) {

v[i] = esq[i\_esq];

i\_esq++, i++;

inversoes += i\_dir;

}

}

else {

if(esq[i\_esq]<=dir[i\_dir]){

v[i]=esq[i\_esq];

i++,i\_esq++;

inversoes+=i\_dir;

}

else{

v[i]=dir[i\_dir];

i++,i\_dir++;

}

}

}

}

# 8- Big Numbers

## 8.1- Tirar zero a Esquerda

void zero\_esq(string &resp){

string retorno=resp;

reverse(retorno.begin(), retorno.end());

int i= resp.size()-1;

while(retorno[i]=='0' and i>0)

{

retorno.erase(i);

i--;

}

reverse(retorno.begin(), retorno.end());

resp=retorno;

}

## 8.2- Somar 2 numeros

string sum\_big(string a, string b)

{

string resp;

reverse(a.begin(), a.end());

reverse(b.begin(), b.end());

if (a.size() <= b.size()) {

int carry = 0;

for (int i = 0; i < a.size(); i++) {

int x = b[i] - '0' + a[i] - '0' + carry;

resp.push\_back((char)(x % 10 + '0'));

carry = x / 10;

}

for (int i = a.size(); i < b.size(); i++) {

int x = b[i] - '0' + carry;

resp.push\_back((char)(x % 10 + '0'));

carry = x / 10;

}

if (carry > 0) resp.push\_back((char)(carry + '0'));

}

else {

int carry = 0;

for (int i = 0; i < b.size(); i++) {

int x = a[i] - '0' + b[i] - '0' + carry;

resp.push\_back((char)(x % 10 + '0'));

carry = x / 10;

}

for (int i = b.size(); i < a.size(); i++) {

int x = a[i] - '0' + carry;

resp.push\_back((char)(x % 10 + '0'));

carry = x / 10;

}

if (carry > 0) resp.push\_back((char)(carry + '0'));

}

reverse(resp.begin(), resp.end());

zero\_esq(resp);

return resp;

}

## 8.3- Multiplicar 2 numeros

string mul\_big(string a, string b)

{

string resp;

resp.push\_back('0');

string temp;

int carry = 0;

reverse(a.begin(), a.end());

reverse(b.begin(), b.end());

for (int i = 0; i < a.size(); i++) {

temp.clear();

for (int k = 0; k < i; k++) temp.push\_back('0');

int x = a[i] - '0';

for (int j = 0; j < b.size(); j++) {

int y = b[j] - '0';

int novo = (x \* y + carry);

temp.push\_back((novo % 10) + '0');

carry = novo / 10;

}

if (carry > 0) temp.push\_back(carry + '0');

reverse(temp.begin(), temp.end());

carry = 0;

resp = sum\_big(temp, resp);

}

zero\_esq(resp);

return resp;

}

# 9-FFTZINHO

typedef complex<double> base;

void fft (vector<base> & a, bool invert) {

int n = (int) a.size();

if (n == 1) return;

vector<base> a0 (n/2), a1 (n/2);

for (int i=0, j=0; i<n; i+=2, ++j) {

a0[j] = a[i];

a1[j] = a[i+1];

}

fft (a0, invert);

fft (a1, invert);

double ang = 2\*PI/n \* (invert ? -1 : 1);

base w (1), wn (cos(ang), sin(ang));

for (int i=0; i<n/2; ++i) {

a[i] = a0[i] + w \* a1[i];

a[i+n/2] = a0[i] - w \* a1[i];

if (invert)

a[i] /= 2, a[i+n/2] /= 2;

w \*= wn;

}

}

void multiply (const vector<int> & a, const vector<int> & b, vector<int> & res) {

vector<base> fa (a.begin(), a.end()), fb (b.begin(), b.end());

size\_t n = 1;

while (n < max (a.size(), b.size())) n <<= 1;

n <<= 1;

fa.resize (n), fb.resize (n);

fft (fa, false), fft (fb, false);

for (size\_t i=0; i<n; ++i)

fa[i] \*= fb[i];

fft (fa, true);

res.resize (n);

for (size\_t i=0; i<n; ++i)

res[i] = int (fa[i].real() + 0.5);

}

# Template

#include<bits/stdc++.h>

using namespace std;

#define sc(a) scanf("%d", &a)

#define sc2(a,b) scanf("%d%d", &a, &b)

#define sc3(a,b,c) scanf("%d%d%d", &a, &b, &c)

#define scs(s) scanf("%s", s)

#define pri(x) printf("%d\n", x)

#define mp make\_pair

#define pb push\_back

#define BUFF ios::sync\_with\_stdio(false);

#define imprime(v) for(int X=0;X<v.size();X++) cout<<v[X]<<" "; cout<<endl;

#define grid(v) for(int X=0;X<v.size();X++){for(int Y=0;Y<v[X].size();Y++) cout<<v[X][Y]<<" ";cout<<endl;}

#define endl "\n"

const int INF= 0x3f3f3f3f;

const long double pi= acos(-1);

typedef long long int ll;

typedef long double ld;

typedef pair<int,int> ii;

typedef vector<int> vi;

typedef vector<ii> vii;

typedef vector< vector< int > > vvi;

typedef vector< vector< ii > > vvii;

const int MOD=1e9+7;

int main()

{

return 0;

}

**Compilar c++11: g++ -std=c++1 - stdlib=libc++**

# Coisas a saber:

## Numeros de Fibonacci

n : F(n)=factorisation

0 : 0  
1 : 1  
2 : 1  
3 : 2  
4 : 3  
5 : 5  
6 : 8 = 23  
7 : 13  
8 : 21 = 3 x 7  
9 : 34 = 2 x 17  
10 : 55 = 5 x 11  
11 : 89  
12 : 144 = 24 x 32  
13 : 233  
14 : 377 = 13 x 29  
15 : 610 = 2 x 5 x 61  
16 : 987 = 3 x 7 x 47  
17 : 1597  
18 : 2584 = 23 x 17 x 19  
19 : 4181 = 37 x 113  
20 : 6765 = 3 x 5 x 11 x 41  
21 : 10946 = 2 x 13 x 421  
22 : 17711 = 89 x 199  
23 : 28657  
24 : 46368 = 25 x 32 x 7 x 23  
25 : 75025 = 52 x 3001  
26 : 121393 = 233 x 521  
27 : 196418 = 2 x 17 x 53 x 109  
28 : 317811 = 3 x 13 x 29 x 281  
29 : 514229  
30 : 832040 = 23 x 5 x 11 x 31 x 61

## Primos para o Hash:

1000000009

1000000021

1000000033

1000000087

1000000093

1000000097

1000000103

1000000123

1000000181

1000000207

1000000223

1000000241

1000000271

1000000289

1000000297

1000000321

1000000349

1000000363

1000000403

1000000409

2000003273

2000003281

2000003293

2000003303

2000003333

2000003351

2000003353

2000003359

a\*ap-2=1 mod p

inv(a) = ap-2 mod p

ap-1= 1 mod p

## String Stream

int main()

{

int n, x;

string s;

stringstream ss;

while (scanf("%d", &n), n) {

getchar(); // removendo o \n

while (getline(cin, s)) { // getline pra ler a string toda

if (s.compare("0") == 0)

break; // parar se for 0

else {

ss.clear(); // limpando o stringstream

ss.str(s); // jogando a string no stringstream

while (ss >> x) { // lendo todos os ints do stringstream

printf("%d ", x);

}

printf("\n");

}

}

}

}

## Lista de Primos :

2 3 5 7 11 13 17 19 23 29

31 37 41 43 47 53 59 61 67 71

73 79 83 89 97 101 103 107 109 113

127 131 137 139 149 151 157 163 167 173

179 181 191 193 197 199 211 223 227 229

233 239 241 251 257 263 269 271 277 281

283 293 307 311 313 317 331 337 347 349

353 359 367 373 379 383 389 397 401 409

419 421 431 433 439 443 449 457 461 463

467 479 487 491 499 503 509 521 523 541

547 557 563 569 571 577 587 593 599 601

607 613 617 619 631 641 643 647 653 659

661 673 677 683 691 701 709 719 727 733

739 743 751 757 761 769 773 787 797 809

811 821 823 827 829 839 853 857 859 863

877 881 883 887 907 911 919 929 937 941

947 953 967 971 977 983 991 997 1009 1013

1019 1021 1031 1033 1039 1049 1051 1061 1063 1069

1087 1091 1093 1097 1103 1109 1117 1123 1129 1151

1153 1163 1171 1181 1187 1193 1201 1213 1217 1223

1229 1231 1237 1249 1259 1277 1279 1283 1289 1291

1297 1301 1303 1307 1319 1321 1327 1361 1367 1373

1381 1399 1409 1423 1427 1429 1433 1439 1447 1451

1453 1459 1471 1481 1483 1487 1489 1493 1499 1511

1523 1531 1543 1549 1553 1559 1567 1571 1579 1583

1597 1601 1607 1609 1613 1619 1621 1627 1637 1657

1663 1667 1669 1693 1697 1699 1709 1721 1723 1733

1741 1747 1753 1759 1777 1783 1787 1789 1801 1811

1823 1831 1847 1861 1867 1871 1873 1877 1879 1889

1901 1907 1913 1931 1933 1949 1951 1973 1979 1987

1993 1997 1999 2003 2011 2017 2027 2029 2039 2053

2063 2069 2081 2083 2087 2089 2099 2111 2113 2129

2131 2137 2141 2143 2153 2161 2179 2203 2207 2213

2221 2237 2239 2243 2251 2267 2269 2273 2281 2287

2293 2297 2309 2311 2333 2339 2341 2347 2351 2357

2371 2377 2381 2383 2389 2393 2399 2411 2417 2423

2437 2441 2447 2459 2467 2473 2477 2503 2521 2531

2539 2543 2549 2551 2557 2579 2591 2593 2609 2617

2621 2633 2647 2657 2659 2663 2671 2677 2683 2687

2689 2693 2699 2707 2711 2713 2719 2729 2731 2741

2749 2753 2767 2777 2789 2791 2797 2801 2803 2819

2833 2837 2843 2851 2857 2861 2879 2887 2897 2903

2909 2917 2927 2939 2953 2957 2963 2969 2971 2999

3001 3011 3019 3023 3037 3041 3049 3061 3067 3079

3083 3089 3109 3119 3121 3137 3163 3167 3169 3181

3187 3191 3203 3209 3217 3221 3229 3251 3253 3257

3259 3271 3299 3301 3307 3313 3319 3323 3329 3331

3343 3347 3359 3361 3371 3373 3389 3391 3407 3413

3433 3449 3457 3461 3463 3467 3469 3491 3499 3511

|  |
| --- |
| **// Other primes:** //    The largest prime smaller than 10      is 7. //    The largest prime smaller than 10^2    is 97. //    The largest prime smaller than 10^3    is 997. //    The largest prime smaller than 10^4    is 9973. //    The largest prime smaller than 10^5    is 99991. //    The largest prime smaller than 10^6    is 999983. //    The largest prime smaller than 10^7    is 9999991. //    The largest prime smaller than 10^8    is 99999989. //    The largest prime smaller than 10^9    is 999999937. //    The largest prime smaller than 10^10   is 9999999967. //    The largest prime smaller than 10^11   is 99999999977. //    The largest prime smaller than 10^12   is 999999999989. //    The largest prime smaller than 10^13   is 9999999999971. //    The largest prime smaller than 10^14   is 99999999999973. //    The largest prime smaller than 10^15   is 999999999999989. //    The largest prime smaller than 10^16   is 9999999999999937. //    The largest prime smaller than 10^17   is 99999999999999997. //    The largest prime smaller than 10^18   is 99999999999999998  **https://lh4.googleusercontent.com/lCIQhh40v-KFKA2BbFD0jkqNSXnIEu41t9bKDDK3KWRzZr4YnjQiYHnotUADt6q60qFN8lHJICjt00HnDwTd23GgYUUzb7XqUckGols8Isxp6iVVsDo2sZSRU1Fpxx5VupyFf0w** |

## /\* Josephus Problem - It returns the position to be, in order to not die. O(n)\*/

/\* With k=2, for instance, the game begins with 2 being killed and then n+2, n+4, ... \*/

ll josephus(ll n, ll k) {

 if(n==1) return 1;

 else return (josephus(n-1, k)+k-1)%n+1;

}

/\* Another Way to compute the last position to be killed… O ( d \* log n ) **\*/**

ll josephus(ll n, ll d) {

 ll K = 1;

 while (K <= (d−1)\*n) K = (d \* K + d − 2) / (d − 1);

 return d \* n + 1 − K;

}

## Identidade Binomial ( Binômio de Newton ):
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**// Maximal Prime Gaps:  
//** For numbers until 10^9 the maximal gap is 400.  
// For numbers until 10^18 the maximal gap is 1500.

**// Number of prime numbers in intervals:**// Há aprox. 8\*10^4 primos entre 1 e 10^6.  
// Há aprox. 6\*10^5 primos entre 1 e 10^7.  
// Há aprox. 5\*10^6  primos entre 1 e 10^8.  
// Há aprox. 5\*10^7 primos entre 1 e 10^9.

**Função de Ackermann-Péter**

**![A(m, n) =
 \begin{cases}
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* The number of balanced expressions built from n pairs of parentheses.
* The number of paths in an n × n grid that stays on or below the diagonal.
* The number of words of size 2n over the alphabet Σ = {a, b} having an equal number of a symbols and b symbols containing no prefix with more a symbols than b symbols.
* *Cn* is the number of different ways a convex polygon with *n* + 2 sides can be cut into triangles by connecting vertices with straight lines

**Método dos mínimos quadrados**

Queremos estimar valores de determinada variável **y**. Para isso, consideramos os valores de outra variável **x** que acreditamos ter poder de explicação sobre **y** conforme a fórmula:
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O método dos mínimos quadrados minimiza a soma dos quadrado dos resíduos, ou seja, minimiza

A ideia por trás dessa técnica é que, minimizando a soma do quadrado dos resíduos, encontraremos **a** e **b** que trarão a menor diferença entre a previsão de **y** e o **y** realmente observado.
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O **a** e **b** ótimos são definidos por:      ![https://lh5.googleusercontent.com/LTBeuIaZHGnYio7K2eyWCVC7fG9gjFjbjTeiBgjuwgv3GXLmojODUYHNMdUg_CsVBlY1XIiXImnpOVbKLIYQCuWri90_PsTiDtgvLOiP0E_Irj1A1OtAcCvym1IwvOyStvCr0tpm](data:image/png;base64,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)         e        ![https://lh6.googleusercontent.com/0GdcL-u_wmn7bKY1d44ebFuikEbdHa-TFoIuQvMMyD9CaCGJqgGmFCVXK6CXxiSxfrhGDXSC-nbffBXtjFRvaVYkk_plQfrBPeDJCj3iT7SmoMhfUMwpp9N3Oi4X9Nuhm6JrgBhm](data:image/png;base64,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)